Real Time DC Motor Speed Control using PID Controller in LabVIEW
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ABSTRACT: The proportional integral derivative (PID) controller is the most common form of feedback used in the control systems. It can be used for various Industrial applications. One of the applications used here is to control the speed of the DC motor. Controlling the speed of a DC motors is very important as any small change can lead to instability of the closed loop system. The aim of this paper is to show how DC motor can be controlled by using a PID controller in LabVIEW. DC Motor will be interfaced with LabVIEW using an Arduino Uno board. Arduino Uno board plays the role of low cost data acquisition board. The speed of the DC motor will be set by creating a Graphic User Interface (GUI) for PID Controller in LabVIEW. LabVIEW will in turn pass this speed to the DC motor using a PWM pins on the Arduino Uno board. DC motor will move with the speed set by the user in LabVIEW. The speed of the dc motor will be sensed by using the tachometer. Tachometer is a sensor which measures the revolutions. From tachometer, the output is sent back to the PID Controller in LabVIEW via Arduino board. PID Controller compares the actual speed of the DC motor with the set speed. If its speed is not same, PID Controller will try to minimize the error and bring the motor to the set point value.
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I.INTRODUCTION

DC Motor plays a crucial role in research, industry and laboratory experiments because of their simplicity and low cost. The speed of the motor can be controlled by three methods namely terminal voltage control, armature rheostat control method and flux control method. Here in this paper terminal voltage control method is employed. A control system is an interconnection of components forming a system configuration that will provide a desired system response. A controlled DC-motor is developed allowing Arduino hardware which acts as the interface between the computer (LabVIEW) and the outside world. It primarily functions as a device that digitizes incoming analog signals so that the LabVIEW can interpret them. The user interface was developed in an Arduino environment. The aim is to control the speed of the dc motor using the Low Cost data acquisition board i.e. the Arduino board interfaced with PID Controller in LabVIEW.

In this paper, Section I includes the introduction to control system, dc motor and different controlling techniques of motor. Section II gives the basics of proportional integral and derivative controller. Section III gives the overview of an Arduino Uno Board, PWM on Arduino Uno and how to interface LabVIEW with Arduino (LIFA). Section IV is Open-loop and Closed-loop Control System. Section V is Conclusion showing the results obtained.

II.PID CONTROLLER

A proportional–integral–derivative controller (PID controller) is a generic control loop feedback mechanism (controller) widely used in industrial control systems – a PID is the most commonly used feedback controller. A PID controller calculates an "error" value as the difference between a measured process variable and a desired set point. The
controller attempts to minimize the error by adjusting the process control inputs [4]. A PID controller consists of a Proportional element, an Integral element and a Derivative element, all three connected in parallel. All of them take the error as input. Kp, Ki, Kd are the gains of P, I and D elements respectively. In Figure 1 a schematic of a system with a PID controller is shown. The PID controller compares the measured process value with a reference setpoint value. The difference or error, \( e \), is then processed to calculate a new process input. This input will try to adjust the measured process value back to the desired setpoint. The alternative to a closed loop control scheme such as the PID controller is an open loop controller. Open loop control (no feedback) is in many cases not satisfactory, and is often impossible due to the system properties. By adding feedback from the system output, performance can be improved [6].

Unlike a simple proportional control algorithm, the PID controller is capable of manipulating the process inputs based on the history and rate of change of the signal. This gives a more accurate and stable control method [5]. The basic idea is that the controller reads the system state by a sensor. Then it subtracts the measurement from a desired reference to generate the error value. The error will be managed in three ways, to:
1. Handle the present, through the proportional term,
2. Recover from the past, using the integral term,
3. Anticipate the future, through the derivative term.

In this paper we will use a basic open loop system and a closed loop system with PID system to control the DC motor.

### III. ARDUINO UNO BOARD

The Arduino Uno is a microcontroller board based on the ATmega328. It has 14 digital input/output pins (of which 6 can be used as PWM outputs), 6 analog inputs, a 16 MHz ceramic resonator, a USB connection, a power jack, an ICSP header, and a reset button. It contains everything needed to support the microcontroller; simply connect it to a computer with a USB cable or power it with an AC-to-DC adapter or battery to get started.

The Uno differs from all preceding boards in that it does not use the FTDI USB-to-serial driver chip. Instead, it features the Atmega16U2 (Atmega8U2 up to version R2) programmed as a USB-to-serial converter.

The specifications of Arduino Uno are as follows:

<table>
<thead>
<tr>
<th>Specification</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Microcontroller</td>
<td>ATmega328</td>
</tr>
<tr>
<td>Operating Voltage</td>
<td>5V</td>
</tr>
</tbody>
</table>
A. Using PWM on an Arduino

Pulse Width Modulation or PWM is a technique for supplying electrical power to a load that has a relatively slow response. The supply signal consists of a train of voltages pulses such that the width of individual pulses controls the effective voltage level to the load. Both AC and DC signals can be simulated with PWM. The PWM pulse train acts like a DC signal when devices that receive the signal have an electromechanical response time that is slower than the frequency of the pulses. For a DC motor, the energy storage in the motor windings effectively smooths out the energy bursts delivered by the input pulses so that the motor experiences a lesser or greater electrical power input depending on the widths of the pulses. The formula below shows the voltage signal comprised of pulses of duration \( \tau \) that repeat every \( T \) units of time. The output of a PWM channel is either \( V_s \) volt during the pulse or zero volts otherwise. If this signal is supplied as input to a device that has a response time much larger than \( T \), the device will experience the signal as an approximately DC input with an effective voltage of

\[
V_{\text{eff}} = V_s \frac{\tau_0}{\tau_c}
\]  

The ratio \( \tau_0 / \tau_c \) is called the duty cycle of the square wave pulses. The effective DC voltage supplied to the load is controlled by adjusting the duty cycle. An Arduino Uno has 14 digital input/output (I/O) pins. Conventional, i.e., not PWM, operation of the digital I/O pins is controlled with the pinMode, digitalRead and digitalWrite functions. The pinMode function is used to configure a pin as an input or output. When a digital I/O pin is configured as an input, digitalRead reads the state of the pin, which will be either HIGH or LOW. In an Arduino sketch, HIGH is a predefined constant that is evaluated as “true” in a conditional expression, and is equivalent to a numerical value of 1. Electrically, a value of HIGH means the pin voltage is close to 5 V. Similarly, the constant LOW is interpreted as “false” in conditional expressions, it is numerically equivalent to 0, and electrically the pin voltage is 0. When a digital I/O pin is configured for output, digitalWrite is used to set the pin voltage to HIGH or LOW. On an Arduino Uno, PWM output is possible on digital I/O pins 3, 5, 6, 9, 10 and 11. On these pins the analogWrite function is used to set the duty cycle of a PWM pulse train that operates at approximately 500 Hz. Thus, with a frequency \( f_c = 500 \text{ Hz} \), the period is \( T = 1/f_c \approx 2\text{ms} \). As with conventional digital I/O, the pinMode function must be called first to configure the digital pin for output. The digital output voltage of an Arduino Uno is either 0 V or 5 V. Thus, in Equation (1), \( V_s = 5 \text{ V} \). The PWM output level with the analogWrite function is an 8-bit value that corresponds to an effective voltage range of 0 to 5 V.
Equation (2) depicts the relationships between the PWM output parameters. Thus,

\[ PWM\ _\text{out\ _level} = 255 \times \frac{\tau_0}{\tau_c} \]  
(2)

Therefore,

\[ PWM\ _\text{out\ _level} = 255 \times \frac{V_{\text{eff}}}{V_s} \]  
(3)

Since \( V_s = 5V \) always, for routine calculations, we can use the simple formula

\[ PWM\ _\text{out\ _level} = 255 \times \frac{V_{\text{eff}}}{5} \]

B. LabVIEW Interface for Arduino (LIFA)

A sketch for the Arduino microcontroller acts as an I/O engine that interfaces with the LabVIEW Vis through a serial connection. This helps to move information from Arduino to LabVIEW without adjusting the communication, synchronization or even a single line of code. Using the Open, Read/Write, Close convention in LabVIEW we can access the digital, analog and pulse width modulated signals of the Arduino microcontroller. The Arduino microcontroller must be connected to the computer with the LabVIEW through a USB, Serial, or Bluetooth.

IV. RESULTS AND DISCUSSION

A. Open-Loop System:

The Block Diagram of the Open-Loop System:
Front Panel of Open-Loop System:

![Front Panel of Open-Loop System](image)

Figure 5: Front Panel of the Open-Loop System

DC motor control using Pulse Width Modulation (PWM) signifies the controllability of the Arduino hardware and LabVIEW software. Graphical User Interface created by the LabVIEW is extremely pleasing and user friendly. Various controls like PID controllers, Analog and digital Filters etc can be incorporated in the advance versions in the closed loop system (PID block is available in LabVIEW control system palette) [2].

B. Closed-Loop System

The Block diagram of the Closed-Loop System is as shown below:

![Block diagram of Closed-Loop System](image)

Figure 6: Block diagram of Closed-Loop System

PID controller will compare the setpoint value with the value received from the Arduino. Arduino receives this value from tachometer. Tachometer measures the revolutions of the DC motor. If the two values are not same, PID controller will try to minimize this error and bring the DC Motor to the desired speed.
Front Panel of the Closed-Loop System:

![Figure 7: Front Panel of Closed-Loop System](image)

Duty cycle can be varied from 0-100% by varying the user controlled interactive graphical dial on the front panel. The response of the system can be changed by varying the gains of PID controller. These VI’s will be burnt in the Arduino microcontroller using LIFA_Base and interfaced with the dc motor. Setpoint, set by the user will be fed into the pid controller and passed on to the Arduino PWM pins. Arduino will pass those PWM pulses to the motor along with supply voltage that moves the motor. Shaft of the DC motor will move and number of times it moves will give us the speed at which the motor is moving. Tachometer is the sensor which measures the rotation will be used. Tachometer will be given external power supply voltage of 5V.

V. CONCLUSIONS

The method adopted in this paper is low cost technique of controlling the speed of the DC motor. Arduino Uno board plays the role of Data Acquisition System. DC motor is interfaced with PID Controller in LabVIEW via Arduino Uno board. Speed of the motor is sensed by the tachometer which is sent back to PID Controller as feedback for calculating and compensating the error produced if any. The method implemented can be used for various industrial applications. This technique helps in maintaining the stability of the system.
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