Abstract— Agile software development methodology is becoming one of the widely used Software Development methodologies because of its light weight methods and its focus on customer satisfaction. Continuous Integration is the only technique which is used in Agile, to ensure the Software quality of the deliverable. It is the process of integrating the new source code developed to the base code, automated compiling, building the application and running the tests. SCRUM is one of the most popular Agile methodologies used in Software development. This paper introduces the implementation of 3C Approach in SCRUM. The 3C Approach adds Continuous Measurement and Continuous Improvement as subsequent activities to Continuous Integration, for ensuring quality. Continuous Measurement is the process where the metrics and measurements, which helps in ensuring the software quality of the deliverable, are considered. Agile methodology emphasize on Agile metrics, which helps in tracking the project success and customer satisfaction. Metrics from Traditional methods will also be helpful, if combined in the right way. So, in the Continuous Measurement phase, along with Agile Metrics, traditional metrics are also considered. Continuous Improvement process helps in interpreting the measurement and metrics for planning the improvement tasks for achieving better Software Quality.
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I. INTRODUCTION

Software organizations implement one of the software development methodologies, which would help in the planning and controlling the process of developing a software product. Many models exist which helps in the software development process. Onethemtwo widely used in many of these development projects is an incremental model such as Scrum. Scrum accepts the fact that there will be change in requirements, change in technology etc. Scrum can effectively increase the efficiency of the project by effectively collaborating between the teams and also focuses on delivering a high quality product on-time.
A sprint or iteration in Scrum, is the duration that is fixed in advance and is normally one week to four weeks. The three roles in Scrum: the product owner, the Scrum Team and the Scrum Master. [8] Each sprint is started by a Sprint planning meeting where the Product Owner, the Scrum Master and the management team participates and the user stories for the sprint are identified. The Scrum Master and the scrum team identifies the tasks, resources and the effort required to deliver those user stories. Once the stories are finalized, there will not be any re-prioritization or changing the scope of the user stories[6]. During the Sprint, there will be Stand Up meetings daily, where the Scrum Master and the Scrum Team (others may attend the meeting) discuss the progress of the user stories and the impediments/blockers are identified.

The daily Stand Up meetings or the Scrum Meetings are one of the essential component of Scrum. [5] The Sprint Review Meeting, at the end of the Sprint, is where the Scrum Master would review the project progress, demonstrate the features that were developed, to the Product Owner. The sprint is ended by a sprint retrospective meeting. In this meeting, the progress is reviewed and lessons learnt from this sprint are identified, that could be implemented in the next sprint[15].

Scrum emphasizes on delivering the working product at the end of the Sprint - a product/application that is integrated, fully tested and potentially deliverable.

Extreme Programming (XP) is another agile software development methodology, which includes several iterations that ends with releasing a product with zero or fewer defects. This methodology is intended for delivering high-quality software more productively.

II. THE 3C APPROACH

Continuous Integration is the only activity in Agile that ensures that the software product delivered is of high quality. Continuous Integration phase involves the process of integrating the new source code into the base code, which the developer has developed and also includes compiling, build & test execution[7]. Continuous Integration is common for any agile development methodology.

Continuous Integration is usually done by Continuous Integration Engines - JUnit Framework, Apache Maven etc. for Java applications. The developer will commit the code in his Integrated Development Environment (IDE) after implementation. These CI engines will check the Version Control Systems like Subversion/SVN, Concurrent Version System/CVS etc. for any new committed source code. If new Source Code is found, the Continuous Integration Engine compiles, builds the application and runs the tests.

The 3C Approach introduces a subsequent activity called Continuous Measurement to measure Software Metrics. Metrics is one of the key aspects of every software development process. Software metrics help in tracking project progress, achieving quality assurance, tracking project performance, estimating the project cost etc. It also helps in quantifying the size or complexity of the project, the number of defects reported etc.[12]

Agile software development methodologies rely on agile metrics in assessing whether the quality requirements and customer needs have been met. Agile metrics focus on the project success and customer satisfaction.

In the Agile projects, metrics that are used in the traditional methods are not considered. Traditional metrics focus on measuring the productivity and the quality of the software product. Agile projects would benefit if traditional metrics and measurement approaches and Agile metrics are combined in the right way. But integrating the traditional Quality Assurance metrics and approaches into Agile Processes is the biggest challenge.

Traditional metrics like Lines of Code (LOC), coding standard violations etc. could also be measured in Agile projects. For measuring traditional Metrics in Java, many tools like FindBugs, PMD and Checkstyle can be integrated into Continuous Integration Engines. FindBugs is for detecting potential programming mistakes, Checkstyle for finding violations of Coding Standards and PMD is a hybrid-version of FindBugs & Checkstyle. For measuring the LOC, many tools like LocMetrics, CLOC etc. could be used. But measuring the LOC would be of more benefit in Agile Extreme Programming, since it could be more useful in the case of maintenance projects.

Also some of the Agile metrics - the number of tests and the test coverage could be measured during the testing process. The test coverage could be measured using many tools like Cobertura, Sonar etc. This is a helpful metric in agile frameworks like Scrum, Extreme programming etc. With the number of tests and the Lines of Code (LOC) the Test-Growth-Ratio could be calculated. The Test-Growth-Ratio has much significance in maintenance projects, where testing is given more importance. And the number of broken builds is also a helpful metric in ensuring the software quality[16].

The measurement results can be put into graphs, which helps in analyzing the changes of the measures/metrics and software quality over time. This will help in deriving the right improvement steps and also in assuring software quality of the product.

The 3C Approach introduces another activity called Continuous Improvement along with Continuous Integration and Continuous Measurement. This process helps in the interpretation of the measurement results from the graphs and also helps in the planning of improvement tasks for achieving better Software Quality[8].
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III. THE 3C APPROACH IN SCRUM

The 3C Approach in Scrum also has the three activities as mentioned above – Continuous Integration, Continuous Measurement and Continuous Improvement. As explained above, Continuous Integration is the integration of new source code developed by the developer to the base code, along with automated compiling, building the application and executing the tests. Many Continuous Integration Engines like JUNIT, Apache Maven etc. could be used, which continuously checks the version control systems for any new code that is available. These CI Engines would retrieve the new code, compiles it, builds the application and runs the tests.[9]

**Continuous Measurement** measures the software quality of the deliverable with the help of metrics.

The Continuous Integration Engines could provide some of the Agile Metrics like number of tests, Test Coverage, number of broken builds etc. The Test Coverage can be measured using many tools like Cobertura, Sonar etc. which are plugins and could be integrated with the CI Engines.

Some of the Agile metrics that would help in quantifying the quality of the product as well as the project progress are:

1) **Number of Tests:** The Number of Tests is a helpful Agile Metric and could be provided by the CI Engines. Although, the total number of tests has little significance in Agile, it provides first insights like LOC does in the context of complexity.[11]

2) **Test-Coverage:** The Test-Coverage is also an Agile Metric which measures how much of the Source Code is covered during Test Execution. For measuring the Test-Coverage, Line-Coverage and Branch-Coverage are considered. Line-Coverage measures the Lines of Code that has been covered whereas Branch-Coverage measures the code based on the percentage of source code that is tested by the Test Suite. The Test Coverage should be 80% to 90% for any projects in the Software Industry.

   Test Coverage = Code covered by the tests / Complete code with 0 ≤ Test Coverage ≤ 1[11]

3) **Test-Growth-Ratio:** Test-Growth-Ratio is also an Agile Metric which has more significance in development projects than maintenance projects. The number of Tests should increase when the Source Code increases unless code refactoring has been done. In that case, number of Tests may decrease, after removing the functionalities which are not needed anymore.

   Test-Growth-Ratio = Δ Tests / Δ Source Code with (usually) Δ Source Code ≥ 0, Δ Tests ≥ 0[1]

4) **Number of Broken Builds:** Continuous Integration Engine integrates the new source code to the base code. A build is counted as a ‘Broken Build’, when it fails. A broken Build has much significance in Agile because it shows that the code developed has not met the required Quality Requirement. A Broken Build might be a potential defect which could fail after the release to the customer.

5) **Sprint Burn-down:** Sprint Burn-down is one of the Agile metrics, that is very helpful in tracking the effort burn-down of each Sprint on a daily basis. The burn-down shows the remaining effort that has to be burnt in Sprint, how much effort has been logged so far, required burn down rate etc. Since this chart provides daily feedback on the effort, traditional metrics like Effort overrun could be tracked early in the Sprint and mitigations can be planned early rather than waiting till the end.

6) **Sprint Velocity:** Sprint Velocity is a powerful Agile Metric. It helps in identifying the volume of work that could be completed in each sprint with the available team capacity. Sprint Velocity = Total Effort Available for each Sprint / Total Story points of that Sprint.
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7) **Release burn-up:** Release burn-up is also one of the agile metrics, in measuring the volume of work delivered to the customer in terms of Story Points.

Along with the Agile Metrics, some of the traditional metrics that could be taken into account are:

- Coding Standard Violations
- Violations from Static Code Check
- Review Effectiveness
- Defect Removal Efficiency
- Test Metrics

The above metrics would help in determining the measures for reducing the defects over time.

1) **Coding Standard Violations:** Tools like CheckStyle, PMD etc. could be integrated with the IDE (Eclipse & NetBeans for Java Applications), would help the developer to identify the violations before committing the code to the version control systems. This will prevent the release of deliverable to the customer with critical violations.

2) **Violations from Static Code Checks:** Tools like FindBugs, PMD etc. could be integrated with the IDE (Eclipse & NetBeans for Java Applications), would help the developer to detecting potential programming mistakes and could be fixed by the developer before committing the code. This will prevent the release of the deliverable to the customer with critical violations.

3) **Review Effectiveness:** The Review Effectiveness measures how effective the review methods implemented in the project are, in detecting the defects. Code reviews or peer reviews help in identifying the defects in advance, potential mistakes made by the developer and also, helps in determining whether the code developed by the developer is according to the requirement.

There are many review application tools available - Crucible, Collaborator etc., which would help in integrating the code review into the development process.

Review Effectiveness = Total number of defects found before releasing the user stories for testing in each Sprint / Total Number of defects of that Sprint

4) **Defect Removal Efficiency:** This is also a traditional metric which could be incorporated in the Agile process. The Defect Removal Efficiency (DRE) measures how effective the defect removal methods are, which in turn determines the quality of the product.

Defect Removal Efficiency = Total number of defects found internally (before the releasing the user stories) of each Sprint / Total Number of defects of that Sprint

5) **Test Metrics:** It is also one of the traditional metrics which helps to quantify the effectiveness of the testing. It focuses on identifying the quality defects of the deliverable. It helps in identifying the number of test cases that are passed while testing, number of test cases failed and how effective the testing methods are in finding the defects. The inputs for Test Metrics are Number of Test cases prepared for each user story. Test Metrics include:

a) **Pass Rate:** In scrum, the Pass Rate helps to identify the Number of Test cases that are successfully executed for each user story. As we move from one Sprint to another, there should be a increasing trend for this metric.

Pass Rate = Total number of Test Cases passed for all user stories in that Sprint / Total Number of Test cases for that Sprint

b) **Fail Rate:** In Scrum, the fail rate helps to identify the Number of Test cases that are failed in the Test Execution for each user story. As we move from one Sprint to another, there should be a decreasing trend for this metric.
Fail Rate = Total number of Test Cases failed for all the user stories in the Sprint / Total Number of Test cases for that Sprint

c) Test Effectiveness: Test Effectiveness helps to measure the effectiveness of the testing in identifying the defects. This will help in measuring how effective the test cases are in finding the defects.

Test Effectiveness = Total number of test cases that resulted in defects for each Sprint / Total number of test cases for that Sprint.

All the metrics mentioned above, could be measured Sprint-wise which will help in identifying the improvement steps for the next Sprint.

In the Continuous Measurement phase, these measurement results are put into graphs which helps in identifying the change of measures of each Sprint[14].

In the Continuous Improvement Phase, the metrics from the Continuous Integration Phase are analyzed to decide on the improvement steps.

New thresholds could be defined for certain metrics or could add new metrics to be measured in the next sprint or new tools could be introduced.

The GQM (Goal-Question-Metric) Approach is used for determining whether new metrics, tools or new thresholds should be introduced which will help and also to deduce necessary improvement steps. The improvement process does not only lead to selective improvements but to automated quality gates to preserve the improvements enduringly. [1]

IV. CONCLUSION

Agile Software Development Methodology is being widely used in many software organizations since it focuses on assessing the project progress throughout the development lifecycle and also helps in delivering the right product to the customer. Agile metrics focuses on planning or understanding the project progress and customer satisfaction whereas Traditional Metrics focuses more on productivity and Software Quality. Metrics that were used in the Traditional models could be used along with Agile Metrics, which would be very helpful in determining the improvement steps that could be implemented in the upcoming Sprints. Using this 3C Approach, the project could significantly improve the quality of the deliverable. The metrics collected in the Continuous Measurement Phase will help in identifying the needed improvement activities as part of the Continuous Improvement activity via the GQM Approach.

REFERENCES